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Abstract
In today’s machine learning (ML) models, any part of the

training data can affect the model output. This lack of control
for information flow from training data to model output is
a major obstacle in training models on sensitive data when
access control only allows individual users to access a sub-
set of data. To enable secure machine learning for access-
controlled data, we propose the notion of information flow
control for machine learning, and develop an extension to the
Transformer language model architecture that strictly adheres
to the IFC definition we propose. Our architecture controls
information flow by limiting the influence of training data
from each security domain to a single expert module, and
only enables a subset of experts at inference time based on the
access control policy. The evaluation using large text and code
datasets show that our proposed parametric IFC architecture
has minimal (1.9%) performance overhead and can signifi-
cantly improve model accuracy (by 38% for the text dataset,
and between 44%–62% for the code datasets) by enabling
training on access-controlled data.

1 Introduction
Recent studies [9, 10, 48] showed that large machine learn-
ing (ML) models can leak sensitive information that was in
their training data through their inference-time output. This
inference-time leakage introduces a new security/privacy con-
cern when different users have access to different (training)
data. For example, consider a scenario where a company trains
an in-house code-completion model [21] with its proprietary
code repositories, when individual employees have access
to different subsets of the repositories based on their team
or projects. The company faces a dilemma—if the model
is trained with all the repositories, employees may be able
to learn about the code that they do not have permission to
access; if only trained with repositories that everybody has
access to, the model quality will degrade. It would be ideal
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if the model can generate different outputs to different em-
ployees, by selectively leveraging training data that they have
access to. Unfortunately, today’s ML models mix information
from all training data during the training process, and cannot
selectively utilize a subset of training data.

To address this problem, we introduce the notion of in-
formation flow control (IFC) to machine learning. Instead
of treating all training data uniformly, we partition the train-
ing dataset into multiple security domains. During inference,
a trained ML model takes an access policy that represents
which security domains are accessible by the current user
and ensures its output does not leak any training data that the
user cannot access. The goal of IFC in this ML setting is to
develop a training process, an inference process, and a model
architecture that can honor the access policy at inference time
by guaranteeing no leakage of information from inaccessi-
ble training data to the model output. We define the problem
through the lens of non-interference (NI), and present IFC as
a new challenge that ML systems should address.

Deep learning models are notoriously difficult to under-
stand or control even though they perform well in practice. In
that sense, IFC in parametric deep neural networks may seem
infeasible at a glance. We show that information flow can
be controlled at the model architecture level. Our approach
trains a separate, small sub-module, called an expert for each
security domain, so that each security domain’s data only in-
fluences a single expert. Then, we develop a secure gating
function that is used at run-time to activate only a small num-
ber (k) of the most relevant, accessible experts for each user
query considering the user’s access policy. Once the gating
function picks the top-k experts, the final output is generated
by aggregating the outputs/parameters of the k experts. To
ensure non-interference (NI), the gating and aggregation deci-
sions only use information from accessible security domains.

While people studied modular model architectures [27, 30,
44] for non-security purposes, we found that designing a se-
cure modular architecture for IFC introduces a new set of
technical challenges. For IFC, in addition to only using acces-
sible experts at inference time, the gating decisions (choosing



which experts to activate) and aggregation methods (combin-
ing information from the different activated experts) must also
satisfy non-interference. This condition implies that gating
and aggregation functions cannot be learned from the entire
training data, as is the case with many of today’s ensemble or
mixture-of-experts (MoE) models. Moreover, the access pol-
icy is only given at run-time, and the decisions must be made
quickly with only information from the accessible domains,
which may change for each query. Additionally, the gating
function must scale to a large number of security domains,
which may be dynamically added or removed over time. We
address these challenges by designing three new secure gating
functions, and two secure expert aggregation methods based
on output ensembling and parameter merging. The secure gat-
ing functions allow our IFC architecture to handle both cases
when the target domain of an input is known and unknown,
and a large number of security domains.

We implement our IFC design by extending two Trans-
former language models (GPT-2 and OPT) with our secure
architecture, and evaluate them with real-world text [3] and
code [12] data with simulated security domains. The evalua-
tion results show that our proposed architecture can improve
the accuracy (perplexity) by 38–62%, while strictly following
the given access policy. When multiple experts are evaluated
in parallel, the execution time of the secure IFC model is also
close to the insecure baseline, adding at most 1.9% latency.
The proposed parametric IFC architecture can also be useful
for attribution, as only a small subset of activated experts in-
fluence the output, and machine unlearning, as it allows an
easy removal of a security domain.

In summary, our technical contributions are as follows:

1. We introduce information flow control for ML and for-
mally define non-interference in the ML context.

2. We propose modifications to the general Transformer ar-
chitecture to enable information flow control. We propose
fast, effective, and scalable gating functions and expert
aggregation methods to enable information from multiple
accessible security domains to be efficiently combined
at run-time, improving the output quality while strictly
enforcing non-interference from inaccessible domains.

3. We evaluate our approach with large corpuses of text [3]
and code [12] datasets and show that we can enable secure
use of access-controlled data with low performance over-
head. The ability to securely use in-domain training data
can significantly improve model accuracy compared to the
baseline that is only trained on public data.

2 Information Flow Control (IFC) in ML

Here, we discuss information flow control (IFC) for machine
learning (ML), including the motivation, a formal definition,
and high-level approaches to realize it. The next section intro-
duces a concrete realization of IFC for language models.
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Figure 1: Information flow control (IFC) in machine learning.

2.1 Objective and Setup
The goal of IFC in ML is to ensure that a machine learning
output only depends on a subset of training data that a user has
access to. Figure 1 illustrates the setup and how IFC changes
training and inference for ML. We assume a setting where
the training data set D is partitioned into m different security
domains, i.e., D = {d1,d2 ... dm}. There are n users (u1 ... un),
each with an access policy (a1 ... an), which defines which
subset of security domains out of D are accessible to each user.
At inference time, a user (say user u2) provides an input (i2)
and an access policy (a2) to the model. Then, the model with
IFC capability needs to ensure that the corresponding output
(o2) depends only on the domains from D that are present in
the access policy a2.

2.2 Example Use Cases for IFC in ML
The ability to control information flow from training data to
model outputs is important in many use cases where different
users can only access different subsets of the training data.
Below, we briefly discuss example use cases.
AI Coding Assistant. In order to provide more relevant sug-
gestions, a code completion model for a coding assistant can
be trained using code from a company’s internal repositories.
However, code repositories typically have access control, and
individual engineers only have access to a subset of reposi-
tories. A code completion model needs to honor the access
restrictions and only suggest code based on the repositories
that a particular user has access to at inference time. The se-
curity domains for code repositories can be delegated based
on projects or organizations. In this paper, we study this case
by treating a Github repository as a security domain so that it
can have its own access permission.
AI for Writing/Summarizing Documents. A language
model (LM) can be used to provide text suggestions when
writing or summarizing documents with sensitive content,
such as company internal memos, project reports, military



documents, etc. The language model can perform better if
it can leverage related (sensitive) documents that the user
has access to. For instance, when writing a project report, a
language model accessing other documents from the same
project will provide more tailored suggestions. However, we
need to ensure that the model’s suggestions do not leak any
information from other inaccessible documents. For exam-
ple, access to company documents may be limited based on
projects or organizations, and individual users may have ac-
cess to a different set of projects or organizations. In this case,
the documents from the same project/organization can be
put into a separate security domain. We use the Pushshift.io
dataset to simulate such use cases.
AI-based Q/A on Access Controlled Materials. The recent
advances in large language models (LLMs) showed a potential
for use in search or Q/A engines (e.g., ChatGPT, Bing Chat).
While these models are only trained on public domain data
today, it is likely that the LLM-based search or Q/A engines
will also be applied to answer questions based on access
controlled data such as pay-walled content (e.g., Wall Street
Journal, New York Times, etc), internal corporate documents,
etc. In such cases, the LLM may need to incorporate the
access controlled data for the best performance. However,
in order to prevent unintended leakage of access controlled
data, the model should be able to ensure that its output only
depends on the subset of the training data that a particular
user is allowed to access.

2.3 Extending IFC Definition to ML
We define IFC in ML by extending the notion of non-
interference (NI) in the traditional information flow control.
Traditional Non-Interference (NI). Non-Interference [22] is
a security policy commonly used in information flow control
to limit the influence between security levels. Let D represent
the machine state, and let dL and dH be the projection of the
machine state D to the low sensitivity and high sensitivity
parts, respectively. Let =L be the function that compares the
low sensitivity parts of the state, i.e., D =L D′ iff dL = d′L. Let
(P,D1) ⇓ D2 be the execution of a program P starting with
machine state D1 and terminating with the machine state D2.
Given this, Non-Interference for a deterministic program P is
defined as follows [22]:

∀D1,D′1 : D1 =L D′1∧
(P,D1) ⇓ D2∧
(P,D′1) ⇓ D′2⇒

D2 =L D′2

In other words, a deterministic program P satisfies Non-
Interference if, given the same initial low sensitivity machine
state, its transformation of the low sensitivity machine state
is the same regardless of the high sensitivity machine state.
Non-Interference for Machine Learning. We define non-

interference in machine learning below. A generalized defini-
tion for probabilistic protection is presented in Section 5.

Definition Let D = {d1 ... dm} be a dataset partitioned
into m security domains. For a given user ui, we define the
user’s access policy ai ⊆ {1, . . . ,m}, which specifies a set of
domains accessible by ui. For two datasets D = {d1, . . . ,dm}
and D′ = {d′1, . . . ,d′m}, let =ai be the comparison operator
such that D =ai D′ iff d j = d′j for all j ∈ ai. Let MD(ai,xxx) ⇓ o
denote the inference algorithm for a model M that was trained
on dataset D, which performs inference for request xxx with
access policy ai and the inference result being a distribution
o over all possible outputs. We say that M satisfies Non-
Interference (NI) with respect to access policy ai if for all
queries xxx the following holds:

∀D,D′ : D =ai D′∧
MD(ai,xxx) ⇓ o∧
MD′(ai,xxx) ⇓ o′⇒

o = o′

This definition prohibits protected data from influencing the
output (or their likelihoods, when the output is probabilistic).
Our definition is also termination sensitive, meaning that the
termination behavior (when the output generation will be
finished) is not influenced by the protected data as well.

2.4 Parametric and Non-Parametric IFC
The main technical challenge in IFC for ML comes from
the difficulty in controlling or tracking the information flow
through the trained model parameters. One approach to
sidestep this challenge is to only use non-parametric methods
to leverage sensitive data: instead of using sensitive data for
training model parameters, the data is protected using the tra-
ditional access control or IFC mechanisms and only retrieved
and incorporated to an ML model at inference time. For ex-
ample, retrieval augmented generation (RAG) [5, 28, 36, 39]
showed that incorporating retrieved data as a part of the in-
put context of a language model is an effective way to com-
plement a parametric language model (LM), especially for
knowledge-intensive tasks such as question answering.

Parametric training (fine-tuning) and non-parametric RAG
are complementary in their nature and we believe that both
will be important in achieving the state-of-the-art AI/ML ca-
pabilities going forward. In that sense, we need IFC for ML to
be able to handle both parametric training and non-parametric
retrieval augmentation. As non-parametric IFC can largely
leverage existing access control and IFC techniques, in this
paper, we focus on enabling IFC for parametric models.

The following discussion further elaborates why we believe
that both parametric and non-parametric IFC will be necessary
to fully utilize sensitive data in ML.
Complementary Capabilities. Today, RAG is primarily con-
sidered as a way to further improve LMs in addition to
fine-tuning rather than replacing fine-tuning. RAG allows
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Figure 2: Pre-trained GPT-2 evaluated on 50 datasets from
Pushshift.io consistently underperforms fine-tuned GPT-2.

more recent information to be added/updated without re-
training, improving attribution and enabling faster adapta-
tion/customization. On the other hand, fine-tuning is gener-
ally considered to be necessary for deeper adaptation of LLM
behaviors such as changing writing style/tones and adding
new domain-specific knowledge, terminologies, etc. Today’s
RAG approaches also increase the context length of LMs
and thus inference costs, especially when knowledge from
multiple sources is needed to be assembled [18, 60]. These
costs fundamentally limit the amount of new information that
can be incorporated at inference time in practice. Intuitively,
adding a small amount of information to the context can work
well for some tasks such as generating answers to specific
questions. Yet, fine-tuning will likely be more effective in
learning from a large amount of data, merging knowledge
from multiple domains, etc.
Need for Parametric Training in RAG. Studies in RAG
found that off-the-shelf parametric models often struggle to
leverage additional retrieved information at inference time
[54] and parametric fine-tuning is still needed. For more effec-
tive RAG models, the encoder model that generates embed-
ding vectors for search and the decoder model that generates
outputs need to be trained/fine-tuned [28, 31], making our
work still relevant.
Models w/o RAG. While generative models can often ben-
efit from retrieved data at inference time, many ML models
will likely remain mostly parametric. For example, it is not
clear how retrieval augmentation can be used to allow image
classification models to leverage classified images. For such
parametric models, we need the parametric IFC capability.

2.5 Comparison with Differential Privacy
Differential Privacy (DP) [16] is another method to ensure
privatization of sensitive data. A randomized algorithm is
said to be differentially private if it produces similar output
regardless of whether the sensitive data was included in the
algorithm’s database. Unlike IFC which allows users with
different access policies to selectively benefit from different
subsets of security domains within the protected data, DP lim-
its all users from benefiting from all protected data. Moreover,
IFC achieves zero leakage, unlike DP which still leaks data
(captured by its privacy parameters, e.g., ε).

Furthermore, DP typically aims to protect individual data
samples (i.e., example-level DP), and the privacy protection
becomes weaker when a group of samples are correlated and

must be protected together [37] (e.g. multiple texts in a secu-
rity domain). Applying DP to protect a group of data requires
group-level DP [17], which amplifies the privacy parameter
ε by the size of the group and thus hurts utility proportional
to the size of the group. Recent studies on DP-finetuning
of GPT-2 [7, 41, 55] have shown noticeable accuracy loss
of between 1% and 40%, even with example-level DP, at a
moderate privacy parameter (ε = 8). The utility loss will be
drastically amplified when a group of data in each security
domain must be protected together, as our security domains
are large (3K–900K samples per domain in Pushshift dataset).

Nevertheless, we note that DP may be more applicable
than IFC in certain scenarios. For example, if there are a
very large number of security domains, say one domain per
each user for millions or billions of users, user-level DP can
be a natural way to guarantee data privacy with moderate
utility loss. In comparison, achieving IFC using our approach
would require training one adapter per user, which can be
prohibitively expensive to scale.

2.6 Limitations of Naive IFC Solutions
Here, we discuss a few simple approaches to leverage sensi-
tive training data with access restrictions in parametric mod-
els, and discuss why these coarse-grained approaches avail-
able today are unlikely to be sufficient in practice.
Train Only on Public Data. One simple option is to use
a model trained only on public data, which intuitively can-
not leak any sensitive data. However, models trained only on
public data cannot perform specific tasks well compared to
fine-tuned models. Figure 2 shows the perplexity (the mea-
sure of accuracy; lower is better) of GPT-2 on data from 50
different subreddits (security domains) from Pushshift.io. We
see that the model fine-tuned on (potentially sensitive) addi-
tional data significantly outperforms the same model trained
with only public data.
Fine-tune a Model for Each Access Policy. We can fine-tune
a new model for each possible access policy. For m domains,
this requires fine-tuning at most 2m different models. The
exponential growth makes this approach impractical unless m
is very small.
Fine-tune One Model for Each Security Domain. Another
option is to fine-tune one model for each security domain
(only train m models), and choose one of the models that
a user has access to at run-time. However, our experiment
later (Section 4.5) shows that this approach is sub-optimal,
and a user with access to multiple domains can significantly
improve the model’s output quality by using multiple domains
at the same time.

2.7 Our Approach: IFC through Modular Ar-
chitecture

At a high-level, IFC for a parametric model needs the follow-
ing three components:
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Figure 3: Parametric IFC through modular model architecture. The
influence of each security domain is limited to one expert. A gating
function, at inference time, decides which of the experts should
be activated for a given input. The activated experts are aggregated
either though ensembling their outputs or aggregating the parameters.

1. Parameter Isolation. During training, there must be a
way to isolate parameters influenced by different security
domains. We refer to these isolated parameters as experts.

2. Secure Gating. With a large number of security domains,
it is infeasible and ineffective to use all accessible domains.
At inference, a secure gating function needs to determine
which of the accessible domains are relevant to the current
input in a way that does not use information from the
inaccessible domains. We refer to this process as gating.

3. Secure Expert Aggregation. Finally, the information
from the domains chosen during gating needs to be com-
bined to produce one output. This act of combining infor-
mation from the different chosen domains can also only
use information from accessible domains. We refer to this
step as aggregation.

To enable more fine-grained parametric IFC, we propose
an approach based on a modular model architecture as shown
in Figure 3. In this approach, we separately train a different
expert with data from each security domain to ensure paramet-
ric isolation. Then, at run-time, once we have the user’s input
and access policy, we use a secure gating algorithm to find the
top-k best-suited experts permitted by the access policy. Once
we have our top-k experts, we use them in our aggregation
scheme to produce one final output for the user. Each of these
steps is carefully designed to ensure no information is leaked
from domains that are not allowed by the access policy.

While there have been previous studies on modular ML
model architectures [27, 30, 44], the previous designs largely
investigated modularity in the context of improving inference
efficiency. We found that designing a modular architecture
for IFC introduces a new set of technical challenges.
Secure Real-time Gating. IFC presents unique challenges
to gating that have not been explored before. In traditional
modular architectures such as Mixture of Experts (MoE) [44],
gating functions used to determine expert relevance are often
learned during model training using information from the
entire training set. Such learned gating functions cannot en-
force isolation of inaccessible experts and cannot be used for
IFC. This is because information from training data can leak
through which experts are activated and how the experts are
aggregated even if only accessible experts are activated at run-
time. Moreover, because the access policy is only available
at run-time, gating decisions in IFC cannot heavily rely on
offline computation and thus need to quickly rank accessible

domains at run-time only using information from said accessi-
ble domains. In all, we must now construct a real-time gating
scheme that is fast, incorporates domain access restrictions,
scales to a large number of domains, and maps the user’s lim-
ited text input to relevant domains. We address this challenge
for LMs by developing three different secure real-time gating
schemes in Section 3.5.
Secure Expert Aggregation. For high accuracy, the expert
aggregation scheme needs to assign different weights to differ-
ent experts depending on their relevance. For IFC, the expert
aggregation needs to be performed efficiently at run-time in a
way that prevents the weights from leaking information from
inaccessible domains.
Scalability and Modularity. The traditional MoE architec-
ture is only designed for a relatively small number of experts.
To allow scalability to a larger number of security domains, we
need to carefully design the expert model architecture so that
each expert has a relatively small number of parameters. For
the same reason, instead of activating all accessible domains,
we want our gating function to only activate a small number
of the (top-k) most relevant experts. Finally, to efficiently sup-
port dynamic changes in security domains, gating decisions
and aggregation methods should be able to quickly handle
adding or removing security domains without re-training.

The security, modularity, and scalability constraints above
significantly limit the information that can be used to make
gating/aggregation decisions, the size of each expert, and the
number of experts that can be activated (k). It is a significant
challenge to achieve high accuracy under this constrained
environment. In the following section, we describe our IFC
design for LMs and show that our proposed design can signifi-
cantly improve the accuracy while enforcing non-interference
compared to a pre-trained model.

3 IFC for Transformer Language Models
In this section, we describe how to adapt an existing Trans-
former architecture in language models (LMs) for information
flow control (IFC). To ensure non-interference efficiently, we
carefully choose an expert model architecture and develop
secure gating and aggregation techniques for both cases when
the domain of an input is known and unknown.

3.1 Background: Transformer-based LM
This paper focuses on language models which perform the
next token prediction—the task of predicting the next most
probable token for any given sequence of tokens. For lan-
guage modeling, the accuracy is measured with perplexity,
an exponentiation of the negative log likelihood of the text.
Lower perplexity implies better performance.

The current state-of-the-art language models use Trans-
formers [4, 14, 43, 50, 51, 57, 62, 63]. Figure 4 shows a typical
decoder-only Transformer model architecture (GPT-2 [50]).
The model takes input texts represented as a sequence of
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Figure 4: A typical Transformer-based language model (LM) archi-
tecture (based on GPT-2).

tokens. These input tokens are passed through embedding lay-
ers, followed by Transformer blocks and a normalization layer.
Each of the Transformer blocks consist of attention layers and
an MLP layer, interspersed with normalization layers.

3.2 Overview of IFC for Parametric LM
Figure 5 shows a high-level overview of our scheme. During
domain-aware training, we start with a baseline model pre-
trained with public data. We fine-tune the pre-trained model
with data from each of the m security domains and get m
experts e1...em. Training experts is done by fine-tuning only
a subset of the parameters using data from each security do-
main. These modified parameters of the model constitute the
“experts”, while the rest of the parameters remain unchanged.
The effect of the data from each security domain is limited to
parameters within one expert, thus enforcing parameter iso-
lation (Section 2.7). We discuss different expert architecture
choices in Section 3.3.

Our access-policy-aware inference consists of two main
steps: gating and aggregation. The gating function selects the
top-k most relevant experts the user can access by taking in
two (or three) inputs: a) the user ui’s access policy ai, b) a
sequence of text tokens xxx = {x1x1x1...xTxTxT}, and c) an optional label
l that indicates which of the m domains the input is closest
to content-wise. The aggregation step uses the selected k
experts {e1 ... ek} to produce a single high-quality output.
We explore two approaches for aggregation: aggregating the
expert outputs and aggregating the expert parameters.

Providing the domain label l can be straightforward and
useful in many cases. For example, when working on a par-
ticular project, other documents from the same project are
likely to be the most relevant and may all be in the same secu-
rity domain. In such cases, we use a gating algorithm called
gate-known, which utilizes a pre-computed accuracy matrix
to determine the top-k experts accessible as per ai that are
most relevant to domain l. When the domain label is not pro-
vided, we determine the most relevant domains based on the

previous input tokens (gate-pairwise and gate-cluster).
These algorithms sample some tokens from the user’s input
(sample text), convert it to a vector, and find the top-k best
matching experts to this sample vector through either a pair-
wise distance comparison or a clustering algorithm.

3.3 Expert Model Architecture Choices
There are many potential choices for experts. For resource
efficiency, it is better to only fine-tune a small number of
parameters. For accuracy, it may be better to train more pa-
rameters. Below are the different options we explored:
1. Fully Fine-tune. For the best accuracy, we can fine-tune

all parameters of separate copies of the model using data
from each security domain to create experts.

2. MLP. We freeze all layers except for the MLP layers in
each Transformer (Encoder/Decoder) layer. Each domain
expert only differs in its MLP weights.

3. First N
2 Decoder Layers. We fine-tune only the first N

2 of
the N Decoder blocks and freeze the rest.

4. Last N
2 Decoder Layers. We freeze the first half of the

Decoder blocks and fine-tune the rest.
5. Adapter. Adapters are blocks consisting of a few layers

that are added to a pre-trained Transformer for efficient
model fine-tuning [29]. We insert additional adapter blocks
and only fine-tune them with the security domain data.
We evaluated these expert architecture options in Sec-

tion 4 using GPT-2 as our representative model, and chose
the adapter as the main option in this study. For this setup, we
place an adapter block right before the MLP layer in each of
the Transformer blocks and only train the adapters for each
domain. While the expert architecture is important for storage
overhead and fine-tuning time, the rest of the scheme can
work for any expert architecture choice.

3.4 Domain-Aware Training
During training, we take the text data in each of the m secu-
rity domains in D, and train one expert per security domain
(Algorithm 1). Note that the training algorithm that produces
an expert e j only depends on the domain data for that expert,
i.e., d j. This means that the experts are trained independent of
each other, and can be added or removed from the final model
as needed, allowing us to make our model modular.

3.5 Access-Policy-Aware Gating
In order to optimize accuracy and scalability, we only activate
a small number (k) of experts that are accessible as per the

Algorithm 1: Training algorithm for IFC.
Input: Training Data D = {d1,d2 ... dm}
Output: Trained Experts e1 ... em

(1) for j← 1; j ≤ m; j += 1 do
(2) e j← train(d j)
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Figure 5: The overview of the proposed Parametric IFC scheme for a Transformer-based language model.

user’s access policy ai, and relevant to the given input xxx. If we
use all accessible experts, the outputs from irrelevant experts
can hurt the accuracy. Also, a large number of activated ex-
perts can incur significant resource overhead. Thus, we limit
the aggregation to the top-k closest experts.

3.5.1 Known Domain Label
Algorithm 2 (gate-known) shows how we choose the top-k
experts when the domain label l is given by the user. In the
offline phase of the algorithm, we evaluate each of the domain
experts (e1 ... em) on a small amount of held out text from each
security domain (w1 ... wm) to obtain an all-to-all accuracy
matrix (M) (Line 1). The rows of M pertain to the security
domain of the held out text, and the columns pertain to the
experts that is used to evaluate the text. This allows us to see
how well each expert performs on text from each domain.

During inference, when the domain label l is provided with
the user’s access policy ai, gate-known first ensures that l is
one of the user’s accessible domains1 (Lines 2-3) and uses l
to select the most relevant domains from the accuracy matrix
M. The function then uses the access policy ai as a mask
to filter out the inaccessible experts. This step is important
to ensure inaccessible experts are removed from the top-k
consideration. The final outcome is a list of accessible experts
ranked by their performance on domain l (Line 4). We then
select the top-k experts from this ordered list.

Note that this gating algorithm only uses information from
accessible domains, and the gating decisions do not leak in-
formation about inaccessible domains.

3.5.2 Unknown Domain Label
When the domain label l is not provided, we use a part of the
user’s input (specifically, the first c tokens) as a sample text
to estimate top-k experts that are the most relevant. The sim-
plest way to determine relevant experts is to run the sample

1To ensure that a user cannot learn any information about an inaccessible
domain, an error is returned and the inference is aborted if a user provides
the label l for an inaccessible domain.

Algorithm 2: Gating w/ a domain label (gate-known).
Input: User input x1x1x1 ... xTxTxT , access policy ai, domain label

l ∈ D
Output: Model output oc ... oT
Hyperparameters: k
// Offline Phase

(1) M← perplexity_matrix({e1...ek}, {w1...wk})
// Online Phase

(2) if not accessible(l) then
(3) abort;

(4) e1 ... ek ← top_k(gate(ai, l, M))
(5) for t← 1; t ≤ T ; t += 1 do
(6) ot ← aggregate(xtxtxt , e1 ... ek)

text through each expert and compare the resulting perplexity.
However, this approach is too expensive for a real-time gating
function. Instead, we compare the vectorized sample text with
the vectorized representation of each domain (Algorithm 3).
First, we convert the sample text {xtxtxt ... xt+c−1xt+c−1xt+c−1} to a vector
representation (Line 2). This vector is passed to the gate
function, which outputs the top-k experts from the accessible
domains ai. We explore two alternatives of the gate func-
tion in Line 3, provided by gate-pairwise (Algorithm 4)
and gate-cluster (Algorithm 5). As we will elaborate later,
both gating functions are carefully designed to ensure non-
interference. Once these experts {e1 ... ek} are determined,
the tokens after the sample text, i.e., x>t+cx>t+cx>t+c, and the selected
experts {e1 ... ek} are fed into an aggregate function (Sec-
tion 3.6) to produce an output o>t+c (Lines 4-5). The most
relevant k experts are re-evaluated after every r tokens in the
user’s input, in order to account for the domain shift in the
user’s inputs over time.

The vectorize function (Line 2, Algorithm 3) converts a
text to its vector representation. Popular methods to vectorize
text include simpler approaches such as Bag of Words [33]
(and its variants like TF-IDF and BM25), n-gram vectors [47],
and more sophisticated approaches involve encoder models
like BERT [14]. While easier and more efficient to imple-



Algorithm 3: Gating w/o domain labels (gate-unknown).
Input: User input x0x0x0 ... xTxTxT , access policy ai
Output: Model output oc ... oT
Hyperparameters: r, c, k

(1) for t← 1; t ≤ T ; t += r do
(2) v′v′v′ ← vectorize(xtxtxt ... xt+c−1xt+c−1xt+c−1)
(3) e1 ... ek ← gate(v′v′v′, ai)
(4) for t ′← t + c; t ′ ≤ t; t ′ += 1 do
(5) ot ′ ← aggregate(xt ′xt ′xt ′ , e1 ... ek)

Algorithm 4: Pairwise gating function (gate-pairwise).
Input: c tokens from user input xtxtxt ... xt+c−1xt+c−1xt+c−1, access policy ai
Output: Top-k experts e1 ... ek
Hyperparameters: k, c
// Offline Computation

(1) for j← 0; j ≤ m; j += 1 do
(2) v jv jv j ← vectorize(d j)

// Online Phase
(3) def gate(v′v′v′, ai)
(4)

⋃
n∈ai
{ϕn} ← pairwise(v′v′v′,

⋃
n∈ai
{vnvnvn})

(5)
⋃

n∈ai
{ϕ′n} ← score(

⋃
n∈ai
{ϕn})

(6) e1 ... ek ← top_k(
⋃

n∈ai
{ϕ′n})

ment, the simpler techniques have many shortcomings [26]
(e.g., Word2Vec cannot work with tokens outside of the train-
ing vocabulary). Thus, we use pre-trained BERT [14], which
is an encoder model that converts each text-token to a 768-
dimensional embedding vector. For multiple tokens, we com-
pute an average over all tokens in the text to obtain a single
768-dimensional vector. For the user’s sample text, BERT
is run at the inference time to obtain its embedding vector.
For each security domain, we pre-compute a representative
embedding vector offline with BERT using its training data.

The gate-pairwise function (Algorithm 4) picks the top-
k most relevant experts by comparing the pairwise distance
between the vectorized sample text and the representative vec-
tor of each accessible domain. First, the representative vector
vvv = {v1v1v1,v2v2v2 ... vmvmvm} for each domain is calculated offline (Line
1-2). During inference, a pairwise cosine similarity score (ϕ)
between the sample text vector v′v′v′ and every single domain
vector that is accessible to the user

⋃
n∈ai
{vnvnvn} is calculated to

get a list of similarity scores
⋃

n∈ai
{ϕn} (Line 4). Note that the

similarity scores are not computed with inaccessible domains
to prevent information leakage. A higher similarity between
v′v′v′ and any domain vector vnvnvn suggests that the user’s text is
similar to that particular domain, and the corresponding ex-
pert is likely to be useful. We then adjust the resulting cosine
similarity rankings of the accessible domains using the score
function (discussed below) to get a list of adjusted similarity
scores (

⋃
n∈ai
{ϕ′n}). We select experts with the top-k highest

adjusted similarity scores (Line 6).
The gate-cluster function (Algorithm 5) is a more ef-

ficient alternative than gate-pairwise which performs a

Algorithm 5: Cluster gating function (gate-cluster).
Input: c tokens from user input xtxtxt ... xt+c−1xt+c−1xt+c−1, access policy ai
Output: Top-k experts e1 ... ek
Hyperparameters: k, c, s
// Offline Computation

(1) for j← 0; j ≤ m; j += 1 do
(2) v jv jv j ← vectorize(d j)

(3) C0 ... Cs ← compute_clusters(v1v1v1 ... vmvmvm)
// Online Phase

(4) def gate(v′v′v′, ai)
(5) c1 ... cs ←cluster_centers(C1 ... Cs, ai)
(6) Ci ← nearest_cluster(v′v′v′, c1 ... cs, ai)
(7)

⋃
n∈Ci∩ai

{ϕn} ← pairwise(v′v′v′,
⋃

n∈Ci∩ai
{vnvnvn})

(8)
⋃

n∈Ci∩ai
{ϕ′n} ← score(

⋃
n∈Ci∩ai

{ϕn})
(9) e1 ... ek ← top_k(

⋃
n∈Ci∩ai

{ϕ′n})

linear search over m domains and scales poorly with a large
m. Instead, gate-cluster introduces a hierarchical search,
being more suitable when m is large. During the offline phase,
gate-cluster clusters the domain vectors into s clusters
of similar domains D = {C0 ... Cs}, where

⋂s
j=0 C j = φ and⋃s

j=0 C j = D (Line 3). During inference, the gate function
first computes the centers c1 ... cs of each cluster based on the
accessible domains (Line 5). These cluster centers are then
used to calculate the cosine similarity with the sample text
vector v′v′v′ to find the closest cluster with at least one accessible
domain (Line 6). While the clusters themselves are allocated
offline, the cluster centers for each of the clusters need to
be computed online to ensure that inaccessible domains do
not influence the closest cluster selection. Within this closest
cluster Ci, we compute the pairwise cosine similarity between
v′v′v′ and each accessible domain vector in the cluster Ci to get
a list of scores

⋃
n∈Ci∩ai

{ϕn} (Line 7). We again adjust the
scores using the score function and pick k experts with the
highest scores (Line 9).

The score function (Algorithm 4, Line 5; Algorithm 5,
Line 7) adjusts the similarity scores by considering the qual-
ity of each expert. The initial cosine similarity score only
captures the semantic similarity between the sample text and
the domain’s text, but fails to take into account how well the
expert corresponding to the domain was trained. Even when
the cosine similarity is low (the domain is not close to the sam-
ple text), experts pertaining to domains with a large number of
samples sometimes provide a better output as they are trained
better. The score function adjusts the cosine similarity score
ϕn by taking into account the amount of training data for each
domain (Equation 1). We introduce a term Sn ∈ [0,1], which
represents the fraction of training samples out of all accessible
samples that belong to domain n. Sn is close to 1 for domains
with more training data. We add Sn multiplied with λ ∈ [0,1]
to get the adjusted score, where λ is a hyper-parameter that
controls the influence of the domains’ training data size. If λ



is close to 1, domains with more samples are preferred.

Sn =
count(dn)

∑
len(ai)
j=1 count(d j)

, ϕ
′
n = score(ϕn) = ϕn +λSn (1)

3.6 Expert Aggregation
When the top-k experts are selected, they are aggregated to
produce a single output (Algorithm 2, Line 6; Algorithm 3,
Line 5). We explore two ways of aggregation: ensembling the
expert outputs and merging the expert parameters.

The first option is to ensemble the outputs from the k ex-
perts. We first run the user’s input at time t (xtxtxt) through the
selected k experts (e1 ... ek), and combine the resulting k out-
puts (ot,1 ... ot,k) to give a final output ot at time t. We employ
an approach similar to DeMix [27], which exploits Bayesian
probabilities to estimate the likelihood of each of the k ex-
perts being a good fit for the input xtxtxt (Equation 2) and uses
these likelihoods as weights to aggregate the k outputs (Equa-
tion 4). The likelihood, expressed as a posterior probability
over domains, can be calculated using Bayes’ rule [27]:

P(dt = j|xtxtxt) =
P(x<tx<tx<t |dt = j)×P(dt = j)

P(x<tx<tx<t)
(2)

=
P(x<tx<tx<t |dt = j)×P(dt = j)

∑
k
j′=1 P(x<tx<tx<t |dt = j′)×P(dt = j′)

. (3)

We assume a uniform domain prior (i.e., uniform P(dt =
j)) — that is, no one domain is inherently more likely than
another. Our experts already output the probability of tokens
conditioned on the respective experts (P(x<tx<tx<t |dt = j)). These
domain likelihoods are used to aggregate the outputs of each
of the k experts to get the final output:

ot =
k

∑
j=1

ot, j×P(dt = j|xtxtxt). (4)

This method does not require training and uses information
only from accessible domains, allowing easy addition/removal
of domains while ensuring non-interference.

Another option is to merge the parameters of the k experts
and feed the user’s input to this combined expert. This has
the advantage of reducing the number of experts that need to
be run at inference. The weights that we use for parameter
merging are simply a normalized version of the top-k scores
returned by our gating algorithms. This parameter aggrega-
tion approach is inspired by the recent studies on combining
parameters in model training [32, 40, 58]. While the approach
is similar, we apply the parameter merging at inference time
and show that it can also be used to combine multiple experts.
With regards to IFC, since the top-k experts are all accessible
according to the user’s access policy, merging parameters
from these already accessible experts does not lead to any
leakage from inaccessible security domains.

4 Evaluation
4.1 Experimental Setup
Baseline NLP Models. We use GPT-2 [50] and OPT [63]
as two representative Transformer-based language models to
evaluate our approach. Given the architecture-agnostic proper-
ties of our approach, we believe that the proposed information
flow control framework can also be applied to other state-of-
the-art Transformer-based models [14, 43, 51, 62].
Datasets. We use two datasets, the Pushshift.io dataset [3],
and Codeparrot’s Github-Code dataset [12]. The former
is used to train GPT-2, while the latter is used for OPT.
Pushshift [3] is a pre-existing, publicly available third-party
dataset composed of an actively maintained collection of all
Reddit comments and posts from 2005. We simulate security
domains by treating different subreddits as different domains.
While we only use public content from Pushshift.io, a sim-
ilar platform may want to have access control for different
groups, so that each user has access to only a subset of groups.
The setup is also representative of a general case where the
security domain and the content have a correlation (e.g., dif-
ferent projects forming their own security domain). We set
the number of domains to m = 50 for our experiments with
Pushshift, which corresponds to 50 different subreddits. For
the Pushshift experiments, we use all comments from the 50
subreddits over the time-span of August 2021 to August 2022.
The domain sizes range from ≈ 19k tokens in the smallest
domain to ≈ 500M tokens in the largest.

Our second dataset is Codeparrot’s Github-Code
dataset [12]. This dataset is a collection of open-source code
from different repositories spanning various licenses on
GitHub. We use data from MIT licensed repositories from
5 different programming languages: Python, JavaScript, C,
C++ and Java. We take the largest MIT licensed repositories
from these languages to get a total of 79 domains, where each
security domain spans a single code repository. More details
of the datasets are in Appendix A.
Baseline Schemes. We use two baselines to compare our al-
gorithms with: a) pre-trained GPT-2/OPT and b) GPT-2/OPT
fine-tuned on the data from all domains combined together.
The first ensures non-interference, as none of the inaccessible
domains’ data is used for training and thus cannot be leaked
during inference. The second represents an insecure baseline,
which provides the best case accuracy that can be achieved
using all access-controlled data for fine-tuning.

Figure 2 shows the perplexity when the test sets from each
of the domains are evaluated for the baselines a) and b) for
the Pushshift dataset. We see that the pre-trained model does
not perform well, showing the average perplexity over all
domains of 55.5. The average perplexity is significantly im-
proved to 29.8 for the model fine-tuned on all 50 domains.
This suggests that using in-domain data when possible can sig-
nificantly improve model accuracy. For all experiments that
follow, improvement is shown as the normalized perplexity



Param Description

m Number of security domains
k Number of experts to activate

r
Number of tokens to process

after which we re-evaluate top-k experts
c Number of tokens in sample text
s Number of clusters used for gate-cluster
λ Factor by which we penalize the experts of small domains

Table 1: Description of the hyper-parameters.
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Figure 6: Accuracy of different expert model architectures (Sec-
tion 3.3). The number of trainable parameters is shown in the leg-
end. The y-axis shows the perplexity normalized with respect to
pre-trained only model. A lower value represents a bigger drop in
perplexity, and thus a larger improvement.

over the pre-trained model.
Parametric IFC schemes and hyper-parameters. We eval-
uate the three proposed algorithms for gating: gate-known,
gate-pairwise, and gate-cluster together with output en-
sembling as our aggregation scheme (unless noted otherwise).
For gate-known, we use the subreddit group/code-repository
that the query was originally from as the user-provided do-
main label l. Table 1 summarizes the hyper-parameters for
our IFC schemes. We use the following as the default values:
k = 3, r = 500k, c = 10k, s = 10, and λ = 0.4. An ablation
study over these hyper-parameters is provided in Appendix B

4.2 Impact of Expert Architecture
To evaluate different expert architecture choices (discussed
in Section 3.3), we trained all 5 architectures with GPT-2
on the 5 largest domains in the Pushshift dataset, and eval-
uated the performance of the respective experts on the vali-
dation sets of said domains. Figure 6 shows the results. The
y-axis represents the normalized perplexity with respect to the
pretrain-only model. A lower value represents a higher drop
in perplexity and therefore a larger improvement in accuracy.

We notice that all five architecture options lead to a 30% to
70% perplexity improvement depending on the domain, with
the fully fine-tuned expert outperforming other architectures,
albeit by a maximum margin of 0.1%. However, as seen in the
legend, the fully fine-tuned expert also uses considerably more
trainable parameters than the other architectures. In contrast,
the adapter uses the smallest number of trainable parameters,
but still performs quite well (only 0.1% worse in the worst
case scenario). Given this, for the following experiments, we
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Figure 7: The normalized perplexity as a function of the number
of accessible domains for our parametric IFC scheme. Perplexity is
normalized to the pre-trained model, and each point and error bar
represents the geometric mean/standard deviation over all domains
× gating algorithms × access policies. “FT Access Policy” repre-
sents perplexities evaluated for a random subset of access policies
where the model was fully fined tuned on all accessible data for
each policy. The horizontal line and shaded regions represent the
geometric mean/standard deviation of the insecure, fully fine-tuned
model.

use adapters as our expert architecture.

4.3 Model Accuracy
To understand the accuracy impact of the IFC scheme, we
evaluate the perplexity of the language model using the test
sets of all 50 domains in the Pushshift dataset and 79 domains
in the Codeparrot dataset under a large number of access poli-
cies. For this study, we randomly selected 500 access policies
from all 250 possible combinations for the Pushshift dataset,
and 790 out of 279 for the Codeparrot dataset. The policies
cover all possible number of accessible domains (1 to 50 and
1 to 79 respectively). There are about 10 policies for a given
number of accessible domains. Since the 79 domains in Code-
parrot span 5 different programming languages, we depict our
results for each programming language individually.

Each of the graphs in Figures 7, 8, 9, 10, and 11 shows how
the normalized perplexity varies as more domains become
accessible for the Pushshift dataset and repositories in the
CodeParrot dataset. The y-axis shows the perplexity normal-
ized to the pre-train only model (lower is better). We divide all
the evaluated access policies into bins indicating the number
of accessible domains. Each point in the figures shows the
geometric mean over multiple access policies and multiple
domains for a given number of accessible domains. We also
show the geometric mean of the normalized perplexity of the
fully fine-tuned (insecure) model, which uses the training data
from all domains. The shaded regions and error bars represent
one geometric standard deviation.
Impact of the Number of Accessible Domains. Figures 7
and 8 show that over all possible gating schemes and access
policies, the accuracy with IFC improves as the number of
accessible domains increases. Even with just one accessible
domain in the Pushshift dataset (Figure 7), the perplexity is
reduced by 11.5% on average compared to the model that
is pre-trained on public data only. When all domains are
accessible, the perplexity is reduced by about 38%, close to
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Figure 9: Impact of different gating algorithms.

the ideal 48% improvement of the fully fine-tuned model. For
the Codeparrot dataset (Figure 8), we see an improvement
of 44−62% when all domains are accessible, with the fully
fine-tuned model at roughly 75% improvement for all coding
languages. Note again that full fine-tuning is an insecure
baseline that leaks data from inaccessible domains.

Figures 7 and 8 show higher perplexities when only few
domains are accessible. The low accuracy is because the
accessible experts are less likely to be useful for a given
input when there are only a few, not because our approach is
ineffective for a small number of domains. To illustrate this,
we fine-tuned a separate model for each access policy (for 50
out of the 500 policies in Figure 7). We see the same trend of
lower accuracy for fewer accessible domains, with accuracy
improving as more domains become accessible.
Impact of Gating Algorithm. Figure 9 separates the results
from Figure 7 by the gating algorithm used. This result shows
that all gating schemes are effective at selecting relevant ex-
perts. gate-known, which has extra knowledge of the domain
label, performs the best as expected. Also, gate-pairwise
performs better than gate-cluster; however, the differences
are relatively small. The average difference is 3% and 9% be-
tween the two for both the Pushshift dataset and the Python
subset of the Codeparrot dataset respectively.
Including vs. Excluding Target Domain. We additionally
evaluate settings when the security domain that is the most
relevant to the user input (i.e., target domain) is inaccessible.
We do so by excluding the subreddit/repository the input
query was selected from. This simulates the case where the
user queries a new domain that the model is not trained on
yet. Figure 10 demonstrates the differences in the two cases
where the target domain is accessible or inaccessible.

0 10 20 30 40 50

0.6

0.8

1.0

No
rm

al
ize

d 
Pe

rp
le

xi
ty

PUSHSHIFT

0 2 4 6 8 10 12
# Accessible Domains

0.5

1.0

1.5 GITHUB-PY

FT all target no_target

Figure 10: Effect of including vs. excluding target domain.
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Figure 11: The accuracy comparison between the two expert aggre-
gation methods: output ensembling and parameter merging (GPT-2
for the Pushshift dataset).

When the number of accessible domains are small, the gap
between the two cases (target domain included vs. excluded)
is large. This is because when the target domain is excluded,
the model cannot find an expert that directly matches the user
query’s domain. However, the gap decreases as more domains
become accessible, showing the proposed scheme’s ability
to aggregate less related experts to improve the output when
the most relevant domain is unavailable. Interestingly, the
maximum improvement (≈ 40% and ≈ 63% for Pushshift
and Python-Codeparrot, respectively) is only slightly lower
(by 8% and 4% for Pushshift and Python-Codeparrot) when
the target domain is excluded compared to when the target
domain could be accessible. This shows that when enough
experts are accessible, many non-target experts can almost
fully compensate for the lack of the target expert.
Output vs. Parameter Aggregation. The results so far show
that output ensembling works well as the expert aggregation
scheme. In order to understand the potential to avoid run-
ning multiple experts, we also tested the parameter merging
approach for GPT-2 with the Pushshift dataset. Figure 11
compares the normalized perplexity of output ensembling and
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parameter merging. Here we see that the maximum improve-
ment from output ensembling is 38%, whereas that from pa-
rameter merging is only 29%. Thus, while parameter merging
can also improve perplexity over the pre-train only baseline
and may be used as an efficient aggregation option, the result
suggests that output ensembling is more effective, especially
when a large number of domains are accessible. We leave
in-depth studies on parameter merging to future work.

4.4 Performance and Resource Usage
Use Case Scenarios. The run-time of our scheme depends
on the use case. Generative use cases can be roughly divided
into two categories: single token generation (e.g., next word
prediction) and batch token generation (e.g., document para-
phrasing, question/answering, summarization, etc.).
Run-time Overhead. We show the flow of both use cases
in Figure 12 (here, we only evaluate output aggregation). In
both cases, the run-time cost can be divided into two parts —
a startup cost and a recurring cost. The startup cost involves
picking the initial top-k experts for the first batch of the user
provided tokens. The startup cost has to be incurred before we
can run our model to provide predictions. The recurring cost
involves evaluating input text tokens with the top-k experts
and aggregating the outputs. This process is repeated as long
as the user keeps providing input. As discussed in Section 3,
we re-evaluate the top-k experts after every r tokens to handle
the changing nature of text . The re-evaluation can be done in
parallel with the model execution for the current sequence of
tokens and does not add additional latency.
Forward Pass. Table 2 shows the breakdown of the run-time
and memory usage for different model sizes and use cases.
The result suggests that the largest contribution to the over-
all latency comes from the forward pass on the model. It is
therefore important that in the case of output aggregation, we
run the forward pass on each of the k experts in parallel to
reduce the latency. This issue would not be faced in param-
eter aggregation as the top-k experts would be merged into
one, resulting in a single forward pass. Both vectorizing and
aggregation algorithms have comparatively small latencies.

Gating Algorithms. The table also shows the performance
comparison between gate-cluster and gate-pairwise.
As expected, the hierarchical search with clustering
(gate-cluster) is faster than the pairwise search
(gate-pairwise) for the same number of domains (m).
However, the run-time overhead of both gating algorithms
is small compared to the forward pass latency. For security
domains up to tens of thousands, gate-pairwise can be
used with no noticeable impact on the end-to-end latency.
For a very large number of security domains, gate-cluster
provides a more scalable solution.

For gate-cluster, the table also shows that the number
of clusters (s) and the number of domains (m) need to be
balanced for low latency. gate-cluster shows poor perfor-
mance when the number of clusters is either too large or small
because it performs tiered sorting; first sorting to find the best
cluster, then sorting to find the top-k experts within the cluster.
With too many clusters, the search for the best cluster is slow.
When there are only a small number of very large clusters,
the search within a cluster takes long.

top(k) = gate(m)+vectorize(c)

time = top(k)+max

{
(forward-pass()+ aggregate())× r

top(k)

}
× n

r
(5)

End-to-End Performance. Given the run-time of each com-
ponent in Table 2, the end-to-end latency can be calculated as
shown in Equation 5. Table 3 shows the end-to-end latency
of gate-pairwise with GPT-2 (large) model for three dif-
ferent use cases that generate a different number of tokens:
next-word prediction (1 token), next-phrase prediction (10 to-
kens), and document paraphrasing (500 tokens). We show the
performance of gate-pairwise as it represents the slowest
gating algorithm. The average latency is obtained by generat-
ing 1,000 tokens for each task for a large number of security
domains (10,000). The average memory usage per GPU is
shown, since the memory capacity of each GPU is often the
limiting factor in running a large language model. The results
show that the overall overhead of the proposed parametric
IFC scheme is reasonable even for a large number of security
domains; the worst-case latency overhead is only 1.9%, and
the worst-case memory usage overhead is 13%.

4.5 Ablation Study: Activated Experts
Here, we study how sensitive our scheme is to the number of
activated experts. A study of some of the other parameters in
Table 1 is provided in Appendix B. In the following exper-
iments, we run our schemes with 150 different access poli-
cies on the validation sets of all 50 domains of the Pushshift
dataset.

Figure 13 shows how the number of optimal experts (k)
changes with the number of accessible domains for ≈ 150
access policies. The bottom graph in Figure 13 demonstrates
the trend only for access policies where the target domain is
not accessible. In the top graph, the result indicates that using



Component / Complexity Variable Runtime (s) / Memory (MiB)

3 Forward Pass
O(n)

Model Size
(1k Tokens)

Small Medium Large XL -
7.45 / 612 13.8 / 1635 21.1 / 3175 27.5 / 6272 -

Num Tokens
(GPT-2 Large)

1 10 100 500 1k
0.166 / 3618 0.354 / 3627 2.19 / 3251 10.4 / 3213 21.1 / 3175

1 Vectorize
O(n)

Context Size <512 1024 2048 5120 10240
7.87E-03 / 1206 1.57E-02 / 2412 3.13E-02 / 2412 7.82E-02 / 2412 1.56E-01 / 2412

4 Output Aggregation
O(n(2k+1))

Num Tokens
(3 Experts)

1 5 512 1024 -
2.37E-04 / 260 3.13E-04 / 263 6.58E-03 / 554 1.31E-02 / 849 -

Num Experts
(1024 Tokens)

2 3 4 5 -
9.73E-03 / 651 1.31E-02 / 849 1.64E-02 / 1045 1.97E-02 / 1241 -

2b gate-pairwise
O(m∗ log(m))

Num Domains 100 1k 10k 100k 1M
6.27E-03 / 2.40 1.90E-02 / 12.9 1.62E-01 / 94.0 1.72 / 940 17.0 / 9375

2a gate-cluster
O(s∗ log(s)+ s+ m

s ∗ log( m
s ))

Num Domains
(10 Clusters)

100 1k 10k 100k 1M
1.24E-03 / 2.17 6.43E-03 / 11.6 3.16E-02 / 99.5 3.06E-01 / 962 3.10 / 9561

Num Clusters
(1M Domains)

10 100 1k 10k 100k
1.85 / 9610 1.72E-01 / 9162 1.45E-01 / 9349 1.78 / 9674 22.8 / 9803

Table 2: The run-time and memory usage of each component in our scheme with varying parameter values. We change one parameter at a time
while keeping the other parameters constant. The constant parameter is shown inside a parenthesis. The theoretical complexity is shown in the
first column with n referring to the number of tokens being evaluated. For descriptions of the other variables, refer to Table 1.

Use Case Latency (s) / Memory (MiB)

Our Case Baseline Overhead

Next Word
Prediction (1) 0.167 / 4051 0.166 / 3618 1.006 / 1.12

Next Phrase
Prediction (10) 0.358 / 4060 0.354 / 3627 1.011 / 1.12

Document
Paraphrasing (500) 10.6 / 3646 10.4 / 3213 1.019 / 1.13

Table 3: The average latency and memory usage to generate 1,
10, or 500 tokens. The average latency is computed by generating
1k tokens. The average memory usage is shown for one GPU (our
scheme uses 3 GPUs in parallel for k = 3). The experiments use
GPT-2 Large and gate-pairwise with the following parameters:
m = 10,000, k = 3, r = 200, and c = 100.

1
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Target Domain
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5 Target Domain
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Figure 13: The optimal k value as a function of the number of
accessible domains for 150 access policies (top graph). Each data
point is the geometric mean over 3× 50 (access policy, domain)
combinations. The bottom graph shows a sub-sample of the 150
access policies where the test domain is inaccessible.

more experts (larger k) is beneficial when only a very small
number of domains are accessible. When only a few domains
are accessible, it is unlikely that any of the accessible domains
are directly related to the text being evaluated, and hence it is
useful to have multiple relevant experts. On the other hand,
as more domains become accessible, it is more likely that
one of the accessible experts is trained with the data close to
the input text, and can already provide high accuracy without
other experts. Finally, in the bottom graph, when the input’s
domain needs to be estimated or is not part of the accessible
experts, then 2−4 experts are needed for the best accuracy. In
particular, this scenario benefits from more experts overall—
which is expected since no single expert is “best” for the test
domain.

4.6 Limitations
While our approach provides strict security guarantees, there
are a few limitations. First, frequent and unpredictable input
domain shifts from the user can lead to sub-optimal gating
(and lower accuracy) in our approach when the input domain
label is not provided. Second, output ensembling uses k-times
as many resources, each to run the k experts. While this may
be solved by parameter merging, our experiments show that
parameter merging does not perform as well as output ensem-
bling. Future work is needed to address these limitations.

5 Future Work: Quantitative IFC
The strict non-interference that we use in this paper can be
generalized to allow a limited amount of information leakage
from inaccessible training data to a model output. Doing so
can improve inference accuracy for queries that are out-of-
domain for a given access policy. We generalize the definition
of non-interference to ε-non-interference (ε-NI) below, which
limits information leakage from inaccessible domains in D−
ai to ε > 0 in a similar manner to differential privacy [17].



ε-Non-Interference. Let the dataset D, access policy ai and
relation =ai be as defined in Section 2.3. An inference algo-
rithm M satisfies ε-Non-Interference (ε-NI) with respect to
access policy ai if for all queries xxx and all output sets O the
following holds:

∀D,D′ : D =ai D′∧
MD(ai,xxx) ⇓ o∧
M ′

D(ai,xxx) ⇓ o′⇒

e−ε ≤ P(o ∈ O)

P(o′ ∈ O)
≤ eε

Our definition of ε-NI is closely related to that of private
prediction [15]. However, one key difference is that the notion
of adjacency is not with respect to single training examples,
but of entire sets of domains. For instance, D is adjacent to
all datasets D′ (i.e., D =ai D′) where data from the accessible
domains j : j ∈ ai are the same. The notion of adjacency used
in subsample-and-aggregate style protocols such as PATE [49]
and SubMix [20] can be viewed as a special case of our
definition, restricted to singleton inaccessible domains.

In general, ε-NI offers more flexibility than differential
privacy due to the fact that the access policy only considers
predetermined subsets of data (i.e., domains) that may be
known ahead of time. It may be possible to design specialized
inference mechanisms that satisfy ε-NI while providing high
utility. We leave the exploration and design of such mecha-
nisms for future work.

6 Related Work
Mixture of Experts. Mixture-of-expert (MoE) language mod-
els have been studied extensively, especially in the context
of efficient model scaling. These models also tend to employ
gating and ensembling, however their methods do not enforce
the strict isolation that is needed for Parametric IFC. Chen
et al. [11] propose to optimize multi-task learning through
co-operation and specialization between different modular ex-
perts in an MoE setting. Tang et al. [56] study the significance
of clustering as a pre-processing step to aid routing inputs to
specific experts. Work has also been done in developing MoE
schemes with a large number of experts [38, 53], but using
learned routing. There have also been efforts in controlled
generation [13, 35, 42]—i.e., controlling various attributes
(such as sentiment) of the generated text, as opposed to blind
generation that most LLMs support today.
Retrieval Augmented Generation There have been several
prior works exploring retrieval augmented generation, espe-
cially in the case of knowledge intensive tasks like question
answering [5, 28, 36, 39]. However, IFC in ML is a new area
of research with very limited prior literature. There has been
concurrent work in retrieval-based IFC [59], although to the
best of our knowledge, we are still the first to define and pro-
pose IFC for parametric models, which we believe is a critical
missing component in enabling IFC for full ML models.

Machine Unlearning. Another related area in ML is ma-
chine unlearning, which seeks to remove the traces of cer-
tain data from a trained model. One approach is to apply a
model update that removes the influence of the sample to
be unlearned [8, 19, 23, 52]. Another solution uses a shard-
ing+ensembling based mechanism for unlearning [6]. While
related, machine unlearning is different from information
flow control; machine unlearning aims to handle infrequent
removal of an arbitrary subset of training data whereas infor-
mation flow control aims to control the influence of training
data for each query using security domains defined at train-
ing time. When coarse-grained unlearning is acceptable, the
modular architecture that we propose can also be useful for
unlearning as it supports adding or removing security domains
after training.
Federated Learning: Federated Learning (FL) [45] trains
a model with data disaggregated across multiple parties. In
FL, each party trains a model locally using its private data
and sends it to an aggregator, which aggregates the model to
produce a generalized model. While FL eliminates the need to
collect raw data at a centralized location during training, it still
produces a single model that contains information from all
the training data [34,46], requiring further protection if the in-
formation leakage must be limited [46,61,64]. It would be in-
teresting future work to complement FL with IFC by using FL
to train experts for individual security domains. Such a hybrid
design has the potential to provide unique privacy-enhancing
properties both during the training of experts (through FL)
and inference (through IFC).
Differential Privacy: Differential Privacy (DP) can be ap-
plied to ML training [1] and inference [15] to prevent training
data from leaking through the trained model [2, 24, 25]. In
particular, recent works adopted differentially private train-
ing methods [7, 41, 65] and inference methods [20] for large
language models to protect training data. As discussed in
Section 2.5, DP training provides an orthogonal protection to
IFC, and the two are not directly comparable.

7 Conclusion
In this work, we present the concept of Information Flow
Control (IFC) in machine learning, including a mathematical
formulation of the problem. We then propose a method to
provide IFC for parametric ML models and show how the
IFC capability can be supported through modest modifica-
tions for a Transformer-based language model. The evaluation
results based on the datasets from Pushshift.io and Codepar-
rot show that the proposed parametric IFC architecture can
enable strong control of information flow from training data
to model outputs with low overhead.
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A Dataset
Figures 14 and 15 show a relationship dendogram of the Code-
parrot and Pushshift domains, showing how closely related
different domains are. The color coding indicates the clusters
that we use for gate-cluster, implying that our clustering
algorithm naturally clusters closely related domains.

B Ablation Study (cont’d)
B.1 Sample Text Length
Figure 16 shows the number of tokens in the sample text
that is needed to correctly identify each of the 50 domains
in the Pushshift dataset. The result shows that a fair number
of domains can be identified correctly with as few as 128
tokens. However, there are a few domains that need as many
as 8k tokens to be identified, indicating that there are multiple
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Figure 14: A dendogram of the Codeparrot dataset representing how closely related each of the security domains are to each other. Furthermore,
the color codes represent the clusters that these domains are divided into for gate-cluster.
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Figure 15: A dendogram representing how closely related each of
the 50 domains from our Pushshift dataset are to each other. Further-
more, the color codes represent the clusters that these domains are
divided into for gate-cluster.

domains that are quite similar. It is also interesting to note that
there is no clear correlation between the number of tokens
needed to identify a domain and the size of the domain.

B.2 All Accessible Experts vs Top-K
We evaluate two naive schemes of turning on all accessible
experts and compare it with our scheme in Figure 17. Here,
we assume that all 50 experts in the Pushshift dataset are
accessible, and thus ensemble all 50 experts to evaluate each
of the test datasets. We see that giving equal weights to all
50 experts performs the worst. Intelligently weighing all 50
experts based on their relevance to their test dataset performs
better, however, the best performance comes from activating
just the top-K out of all 50 experts and weighing the K experts
based on their relevance, which is the technique employed in
our IFC framework.
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Figure 16: The minimum number of tokens needed to correctly
identify each of the 50 domains in the Pushshift dataset. Domains
are sorted from largest to smallest.
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Figure 17: Evaluating all 50 Pushshift domains with our top-k
scheme and comparing it to two naive algorithm of turning on all
50 experts with a) equal weighting (ALL + EQUAL), b) with our
weighing scheme (ALL + WEIGHTED). We see that choosing only
the top-K experts and weighing them intelligently (OUR) performs
superior to both.
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